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Abstract - This study takes place within the representation of 

knowledge by objects and, particularly, within the 

framework of our work on the marriage of logic and objects. 

On the one hand, object-oriented programming has proved 

to be appropriate for constructing complex software 

systems. On the other hand, logic programming is 

distinguished by its declarative nature, integrated inference, 

and well-defined semantic capabilities. In particular, 

inheritance is a refinement mechanism whose mode of 

application leaves a number of design choices. In the context 

of this marriage, we describe the semantics of multiple 

inheritances in a non-deterministic approach based on 

multiple specifications of logical objects. We also describe 

the conceptual choices for integrating multiple inheritances 

made for the design of the OO-Prolog language (an object-

oriented extension of the Prolog language respecting logical 

semantics). 
 

Keywords — Object-oriented logic programming, Object-

oriented representation, Multiple inheritances, Multi-point of 

view, The semantics of multiple inheritances. 

I. INTRODUCTION 
Inheritance is a refinement mechanism whose mode of 

application leaves a number of design choices. In this article, 

we describe the semantics of inheritance [11, 12] in a non-

deterministic approach as well as the conceptual choices of 

integration of monotonous multiple inheritances made for the 

design of the OO-Prolog language (an object-oriented 

extension of the Prolog language respecting logical 

semantics) [72-79] as well as its application to the dynamic 

classification by multiple specializations of logical objects. 

Our work concerns the multiple and evolutionary 

representation of objects that supports reasoning by 

classification [52-58, 95-98, 14, 17, 21, 24, 30, 35, 68, 70]. 

This representation must therefore allow a dynamic 

classification of logical objects and follow classificatory 

reasoning. Reasoning by classification consists of finding the 

most specialised class or category to which an object belongs 

and retrieving knowledge related to this location. 

The inheritance management model of the OO-Prolog 

language is based on the non-determinism of logic 

programming, explicit naming, and full attribute naming, 

which allows conflicts to be resolved before they arise. The 

OO-Prolog language adopts a dynamic inheritance for both 

attributes and methods. This is a difference with classical 

models such as the ObjVLisp model from which it was 

inspired. Let us recall that ObjVLisp makes a static 

inheritance of the instance variables, which results in the 

flattening of the inheritance graph regarding the state of an 

object. The result is that an object in ObjVLisp is a vector of 

instance variables where all inheritance information has 

disappeared. 
 

II. THE OBJECT PARADIGM AND ITS 

DIMENSIONS 

  The paradigm of object-based programming, born with 

Smalltalk [37] at the end of the 1970s, has become very 

popular: object-based languages, object-based represent-

ations in artificial intelligence, object databases, object-

based design in software engineering, etc. The paradigm of 

object-based programming is now being used in many 

different fields. It gives great power of expression, ease of 

maintenance, and reusability superior to other paradigms: 

imperative (example with C), functional (example with LISP 

[89, 90]) or logical (example with PROLOG [88, 91, 90]), 

etc. However, it requires a greater capacity for abstraction 

than imperative or functional programming to choose the 

"objects" to be reified and to define inheritance and 

composition between classes in a meaningful and coherent 

way. 

The main dimensions of the object paradigm, which are 

classification, inheritance, which introduces the notions of 

generalization and specialization, encapsulation and 

polymorphism (generic functions), were brought together for 

the first time in Smalltalk 76 [37], although the ideas of class 

and instance, and inheritance had matured with SIMULA 

[23]. Classes were seen as objects, created by metaclasses, in 

the object languages created above Lisp, then in Smalltalk 

http://www.internationaljournalssrg.org/
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80 [37], and this vision was taken up again in Java where 

everything is an object, the elements of world representation, 

the elements of graphical interfaces, but also the elements of 

the language like functions, classes, events, errors, and 

exceptions. The composition was later added as an 

autonomous dimension with UML and in modern languages 

such as Java. 

A. Encapsulation 
In the object paradigm, encapsulation concerns 

grouping variables and functions into classes and classes and 

interfaces into packages. Classes, functions, and packages 

are also namespaces that ensure uniqueness within the 

names of the elements that compose them. From the outside, 

it may be necessary to prefix the names of imported public 

elements by the name of the class or package from which the 

referenced element comes (or by this or by super). 

Encapsulation ensures the grouping in the same elements 

(classes or packages) of lower-level elements strongly linked 

to each other and ensures the protection and partial visibility 

of the elements outside. Encapsulation ensures the 

independence between the layout of a class, a function, a 

package, and how it is presented in relation to the other 

objects using it. The public presentation ensures that a 

contract will bind that element about what it does, but not 

how it does it, which is the responsibility of its implantation. 

Therefore, it can be changed without affecting the operation 

of the other elements that use it, for example, to change 

internal variables or the algorithms used. The encapsulation 

and the levels of access (private, public...) to which it gives 

rise facilitate the reusability of software elements and the 

evolution of the software. 

B. Inheritance 
The organization of classes in specialization hierarchies 

makes it possible to create complex classes from more 

general classes by refining the general description. A 

subclass is built from another class by adding members or 

restricting members existing in the other class. The 

mechanism by which a class retrieves information inherited 

from its superclasses is called inheritance. Inheritance is, 

therefore, a mechanism for sharing information by factoring 

in members. Inheritance between classes allows the reuse of 

the structures or behaviors introduced and facilitates 

updating, avoiding duplication of information. When several 

classes have common characteristics, it is possible to create 

a more general classifier that groups together these 

structures (classes) or behavior (interface) properties. It 

reduces the need to specify redundant information and 

simplifies updating and modification because it is located in 

one place. Inheritance makes it possible to infer all the class 

members not explicitly given there by searching for them in 

the higher classes (ancestors) from the most refined to the 

most general. This inference mechanism comes back to an 

algorithm for browsing the class graph according to a 

defined strategy. 

Inheritance has long been seen as an inheritance of 

structure first and behavior second. This is no longer the 

case with Java and UML, which distinguish two forms of 

inheritance: class inheritance is an inheritance of structures 

and behaviors, interface inheritance is only an inheritance of 

behaviors. An inherited class is generally an abstract class 

with no instance but constitutes an algebraic structure (a 

structure with operations). You can have as many levels of 

inheritance as you want. When a class inherits from a more 

abstract class, it inherits its attributes and its operations or 

methods. 

  Multiple inheritances extend the simple inheritance 

model where one class can have several parent classes to 

model multiple generalizations. An object can be considered 

from several points of view, so we have to consider multiple 

inheritances. For example, the cathedral of Notre-Dame de 

Paris is both a work of art and worship. Care must be taken 

to avoid homonymy, which should not mix two structures 

instead of giving them two different names. At first glance, 

it seems that one class can inherit from several classes 

because an object can have several parts, and the object has 

attributed the properties of its parts (metonymy). However, 

only the question of points of view corresponds to 

inheritance because if an object is composed of several parts, 

it will be constructed by a compositional mechanism. It is 

legitimate to describe a class that inherits from several 

classes; if the programming language does not allow 

multiple inheritances, the problem will have to be solved at 

the implementation stage.  

The use of multiple inheritances is not without its 

problems. For example, naming collisions need to be 

resolved if the two base classes have attributes or methods 

with the same name. In programming, managing multiple 

inheritances of structures is a difficult problem because if 

inheritance causes a conflict over attributes, you have to 

rename an attribute in one of the classes or see the design 

error that causes the conflict. If inheritance causes a conflict 

of methods, a conflict resolution strategy, i.e., a choice or 

combination procedure as in CLOS [6, 22, 43], should be 

used. This is why some languages such as Smalltalk or Java 

prohibit multiple inheritances of structures. Some languages 

prefix the name of the attribute by its class of origin. If 

multiple inheritances are allowed, it is not advisable to do 

multiple inheritance on several levels. It is better to do it 

only for instantiable classes and that these classes are not 

inherited. The notion of an interface in Java avoids using 

multiple inheritances for classes while allowing the 

inheritance of behaviors. An interface only defines static 

constants and declares abstract methods. It represents a 

promise of services. There can be multiple inheritances 

between interfaces, and a class can implement several 

interfaces without conflicts since no instance variable or 

method is defined. 
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We will come back to this dimension to describe the 

conceptual choices of integrating multiple inheritances made 

for the design of the OO-Prolog language and the strategies 

for resolving inheritance conflicts. 

C. Polymorphism 

Polymorphism is that several functions can have the 

same name if they do the same thing on different objects. 

The function is then said to be generic. The form in which a 

function is called does not completely determine the function 

that will be executed since functions are generic: they only 

define a contract on how they behave. Their call parameters 

have a type that will select the concrete function that will be 

executed. And therefore, the same function call can trigger 

different methods depending on the objects passed to it. Even 

if the variables have a type, several classes of objects can 

correspond to this type because of inheritance between 

classes and between classes and interfaces, and the object 

will execute the method defined in the most specialized class 

of which it is a part. A generic function call must first resolve 

the question of which method applies and then apply the 

method to the call's arguments. In some cases, the decision 

may be made statically, once and for all, and the method call 

at compile-time may replace the function call. In other cases, 

the same call may correspond to objects of different types, 

and resolution can only be done at runtime. 

 

D. The Composition 
When an object is composed of several parts, it is 

constructed by its parts because variables will reference not 

attributes of the object but parts of the object. The object's 

behavior can be distributed on its parts and accessible by 

calling methods on the parts from the object via its variables. 

III. INHERITANCE SEMANTICS 
Almost all object languages implement a notion of 

inheritance between classes. As we have just seen, the 

principle is to specialize and factorize. This allows 

knowledge to be shared efficiently to obtain, on the one 

hand, a more compact code and, on the other hand, a finer 

representation of the problem to be solved. Therefore, the 

programming of an application in these languages will 

consist of grouping the most general information into 

classes that are then specialized step by step into sub-

classes implementing more specific behaviors. The classes 

are organized in an inheritance graph which allows us to 

visualize the links between them. However, inheritance is a 

refinement mechanism whose mode of application leaves a 

certain number of design choices. In particular, the mode of 

composition of the properties must be defined. To do this, 

we are faced with two design choices: the semantics of 

inheritance [11, 12] and the path strategy of the inheritance 

graph, i.e., the order in which the classes will be 

considered. 

 

 

In this section, we come back to this concept of 

inheritance to describe its semantics and the choices that 

were retained for the conception of the OO-Prolog language. 

The traditional definition of inheritance presupposes non-

monotonous semantics in the composition of the different 

inherited classes. This means that when a subclass redefines 

a method, for example, this redefinition replaces or hides the 

definition already given in the overclass. Thus, if an instance 

of this class receives a message which must be answered by 

executing this method, the definition of the subclass will be 

executed. In practice, a mechanism is often provided to 

override this. This is, for example, sending a message to 

super in Smalltalk-80, which explicitly designates the 

definition in the classes above. 

Several languages and models are based on this 

inheritance model. In these languages, the semantics of 

inheritance is non-monotonic. Generally, these languages use 

the same strategies as those of common object languages, 

such as the linearization of the classes of the inheritance 

graph. Examples are ObjVProlog [48-50] and Prolog++ [66, 

47]. Others support multiple inheritances and offer no means 

of resolving conflicts (e.g., the systems of Kowalski [44, 45] 

and Zaniolo [94]). 

Gallaire [32], Leonardi, and Mello [46] propose, in 

object-oriented logic programming, to replace non-

monotonous semantics with monotonous semantics where, 

by backtracking, one would explore all the definitions 

vertically from the subclasses to the superclasses. This 

approach is interesting from the point of view of first-order 

logic, which is monotonous. However, it poses a major 

problem. Indeed, if an inheritance is used to build based on 

another class, which supports the idea of monotonous 

semantics, it is also used to differentiate behaviors. An entity 

is often modeled by a class, saying: my instances will be like 

those of such and such a class (inheritance) except for such 

and such behavior (differentiation). This last interpretation, 

therefore, requires non-monotonous semantics. This 

necessity to have a way to reintroduce non-monotonous 

semantics of inheritance has led Gandilhon [33] to propose a 

new form of cut to prevent the backtracking of definitions in 

inherited classes. He calls this cut "cut_inheritance".  

Monotonous semantics provides a solution from the 

point of view of first-order logic programming. However, 

OO-Prolog adopts non-monotonic inheritance semantics 

because it is more common in object-oriented programming 

languages. 

For the design of OO-Prolog, we have retained the non-

monotonous semantics of inheritance for two main reasons: 

 because the traditional definition of inheritance 

assumes non-monotonic semantics in the composition 

of the different inherited classes 

 Because it is the most common in object languages 

and is necessary in many cases to differentiate the 

behavior of objects. 
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IV. TECHNIQUES FOR RESOLVING INHERITANCE 

CONFLICTS 

Inheritance is a mechanism for hierarchical and 

deductive information sharing, defined on a set of objects 

partially ordered by a specialization relationship. This 

deductive aspect is of particular interest here. Each of these 

classes has properties (attributes or methods) that are the 

inheritance object: the subclasses inherit them from their 

superclasses. As a first approximation, these properties have 

values (scattered in the inheritance graph) and a name (or 

selector). 

Multiple inheritances allow more flexible modeling of 

an application by avoiding the multiplication of useless 

classes. On the other hand, this form of inheritance can 

introduce conflicts. The problem of conflicts falls within the 

general framework of Fig. 1 taken from [25, 26, 69], where 

and are two direct superclasses, both of which have the 

property P, each without conflict. 

 

 

 

 

 

 

 

 

Fig. 1 Primitive scene 

There is no universal technique for resolving these kinds 

of conflicts, and there are many techniques for resolving 

them. Different views on how to resolve them are often 

contradictory. In software engineering, the risks of error and 

confusion must be avoided at all costs: conflicts are therefore 

generally prohibited because they are incompatible with a 

programming framework based on rigour and reliability. In 

artificial intelligence, multiple inheritances are a natural and 

indispensable principle for modeling real-world situations 

and entities. We describe below the common techniques [59-

62, 8, 7]. 
 

A. Conflict Resolution by Mistake 
Error-based conflict resolution occurs when the 

semantics consider the collision to be illegal and cause an 

error in compiling the inheriting subclass. 

B. Conflict Resolution by Equivalence 
We speak of conflict resolution by equivalence when the 

semantics of language consider the same name introduced by 

different classes as referring to the same field. 

 

 

C. Conflict Resolution by Renaming 
Conflict resolution by renaming occurs when the 

semantics of the language consider the same name 

introduced by different classes as referring to distinct fields 

and thus duplicate the renamed components. The expressions 

"conflict resolution by duplication" and "conflict resolution 

by renaming" are synonymous. The Eiffel language uses this 

principle. The program example below shows how this is 

done in the Eiffel language (renaming conflicting attributes 

and methods) [8]. 

 

For example : 

 CLASS Problem 

  EXPORT origin, priority, ... 

  FEATURES ... 

 END 

 CLASS Document 

  EXPORT origin, priority, ... 

  FEATURES ... 

 END 

 CLASS Of_delay 

  EXPORT ... 

  INHERIT 

   problem RENAME origin  

AS hazard_manufacturing, 

   AS priority priority1 ; 

   document RENAME origin  

AS programme_fabrication, 

   AS priority priority2 ; 

  FEATURES . 

 END 

D. Conflict Resolution by Qualification 

We speak of conflict resolution by qualification when the 

semantics of language requires that all references to the 

selector fully qualify the source of its statement. In C++, for 

example, the attribute name includes the name of the 

overclass, so references to the name fully qualify the source 

of its declaration. 

E. Conflict Resolution by Points of View 

Here is an object-oriented description of the Computer 

with a technical and an accounting interpretation. In the 

example below, multiple inheritance conflicts over the 

Duration and Priority attributes are handled by viewpoints in 

OBJLOG [15, 27, 28]. 

 

 

 

 

 

 

P P 
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Fig. 2 Points of view 

Let us imagine the Computer class (see Fig. 2), and this 

class inherits the Accounting Service and Computer 

Workshop classes. The Accounting Service class will have a 

Lifetime attribute (depreciation period), and the Technical 

Service class will also have the Lifetime attribute (warranty 

period). When you want to access this attribute, you will 

have to specify by some means or other if you want to access 

its value from a "technical" or "accounting" point of view. 

"A point of view is an interpretation of all or part of the data 

of a class corresponding to an abstraction of the real world" 

[8]. A class may therefore have several points of view. The 

sum of these points of view, i.e., the whole class, will be 

called perspective. "A perspective is a composite class 

representing different interpretations (points of view) of the 

same abstraction of the real world" [8]. 

Languages that resolve multiple inheritance conflicts 

based on the decomposition of their classes into viewpoints 

will somehow shorten the qualification of the path in a more 

intuitive way than languages where all references to the 

selector fully qualify the source of its statement (see conflict 

resolution by qualification). We will speak of conflict 

resolution by points of view when the semantics of the 

language use the modeling of perspective classes 

decomposed by the delimitation of points of view. This 

concept is fundamental in the problem of knowledge 

representation [84], where different types of knowledge do 

not have the same meaning in different domains of discourse. 

The OBJLOG language, for example, defines a mother class 

as a point of view for a daughter class. Unlike CLOS, which 

resolves possible conflicts using a precedence list, OBJLOG 

enshrines the point of view. The conflict resolution algorithm 

will reason by difference or equivalence of points of view. 
 

 

F. Conflict Resolution by a Combination of Methods 
The combination of methods aims, when sending a 

message, to combine the execution of different methods of 

the same object. These methods which have the same 

selector are in call conflict. This technique, used in the 

FLAVORS system, consists of labelling the methods to 

determine a certain sequence. It is the notion of demon that is 

used here. In the KEE language, these labels aim at 

managing specialization to avoid arbitrary masking of the 

method's code (overloading) or, more generally, conflicts in 

multiple inheritances [8]. In this case, a parameterization of 

the path of the inherited classes is given by the combination. 

This principle of method combination is at the basis of the 

generic functions introduced in the CLOS language [6, 22, 

43]. We speak of conflict resolution by method combination 

when the semantics of the language use the notion of method 

labeling (daemon) to allow certain chaining. Moreover, the 

combination provides a parameterization of the path of the 

inherited classes. 
 

 

G. The Path of the Inheritance Graph 
In many languages, inheritance conflicts are resolved by 

defining an order in which outliers will be examined to find 

the property definition used to respond to a message. 

Classically, this is equivalent to defining a total or partial 

order in the inheritance graph or in the subgraph whose 

source is the instantiation class of the object that receives the 

message. If the searched property is located at different 

places in the hierarchy, the first-class found by the execution 

of the path algorithm will be selected; hence is important to 

know the algorithm used during programming to predict the 

result. Here the direction of the graph will play a role in 

resolving the conflict since it will, to a certain extent, specify 

the priorities of the classes. Linear techniques have the major 

disadvantage of systematizing the treatment of each conflict 

without taking into account the semantics of the properties 

involved. As Masini [55] points out, conflict resolution can 

only be reliable if it considers the knowledge related to the 

application. Systematically applying a default solution 

cannot, therefore, correctly resolve each case. Therefore, the 

algorithms used in the graph must be taken into account 

according to the nature of the problems to be solved [8]. 

Computer 

Attributes 
Lifetime 
Membership 

 ... 

Computer 

Attributes 
Lifetime (warranty) =  

Membership =  

... 

Computer 
Attributes 

Lifetime (amortization) =  

Membership =  

 
... 

Computer workshop 

 Attributes 
Lifetime 

 Priority 

... 

Accounting department 

Attributes 
Lifetime 

 Priority 

 ... 

Computer 

Attributes 

Lifetime (point of view=IT workshop)= 

 
Belonging (viewpoint=accounting department)= 

 
Priority (single viewpoint)=1 

 ... 

computer workshop 

5 years. 3 years. 

fiscal year 1993 

maximum warranty renewal period 

 
depreciation period  
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Certain modes of conflict resolution (collisions and repeated 

inheritances) prevent this arbitrary choice, dictated by the 

chronology of class specialization. 

V. INHERITANCE MECHANISMS IN OO-PROLOG 

OO-Prolog is one of the many hybrid languages 

resulting from work on the integration of object-oriented 

programming paradigms and logic programming paradigms 

[1-3, 34-36, 38-42, 48-51, 72-80, 85-87, 5, 9, 18, 19, 20, 31, 

56, 66, 67, 92]. OO-Prolog supports multiple inheritance 

with non-monotonic semantics. To resolve inheritance 

conflicts in OO-Prolog, we adopt a solution based on non-

deterministic resolution, the notion of viewpoint and the 

concept of full attribute name. 

For many common object languages, a default graph 

traversal strategy is required. Linear strategies remain, for the 

moment at least, the best compromise [55]. For some, they 

are currently the only acceptable techniques [69, 25, 26]. 

However, three reasons lead us to propose a non-linear, non-

deterministic approach for object-oriented logic 

programming. As Masini points out, there is probably no 

universal, ideal linear strategy that is satisfactory in all cases 

[55]. Secondly, linear techniques have the major drawback of 

systematizing the treatment of each conflict without taking 

into account the semantics of the data involved. Finally, the 

possibility offered by Prolog to explore, by backtracking, all 

possible alternatives allows, in case of ambiguities, to 

consider an object with all its points of view (without any 

discrimination). OO-Prolog adopts a dynamic inheritance for 

both attributes and methods. However, attribute inheritance 

and method inheritance are treated differently. 

A. Attribute Inheritance 

 

 

 

 

 

 

 

 

 

 

Fig. 3 Full name of an attribute in OO-Prolog 

For the choice of the inheritance model of the OBJLOG 

language, Dugerdil, and Chourakihypothesised that the 

conflicting attributes do not have the same semantics [15, 27, 

28]. We take up some of OBJLOG's ideas and retain this 

hypothesis to provide the means to resolve name conflicts 

before they arise. In OO-Prolog, attribute name conflicts are 

resolved by the concept of full name [29]. If an attribute is 

defined in a class, its full name is the term whose functor is 

equal to the attribute name and whose only argument is the 

definition class. This means that two attributes with the same 

name but not having the same origin (definition class) have 

different full names and are considered semantically 

different. This is the case for the 'department' attributes 

defined in the classes #' Employee' and #' Student' (Fig. 3). 

As we have already seen, an attribute is represented by a 

Prolog term of arity one. Its argument corresponds to the 

point of view that determines the interpretation of the 

attribute: <name>(<interpretation>) 

Each attribute inherited from an overclass, therefore, has 

a different interpretation from the others. A class then 

inherits all the attributes of its upgrades. Two attributes are 

homonymous if they have the same name and if the 

intersection of their labels is empty (for example, 

department(#'Employee') and department(#' Student') are 

homonymous). Conversely, two attributes are different if 

their names are different (for example, name(#' Person') and 

age(#' Person') are different). 

 

 

 

 

 

 

 

 
 

Fig. 4 Interpretation of an attribute 
 

As in OBJLOG, we define a mother class as a point of 

view for a daughter class. Thus we can use the inheritance 

relation to introduce the notion of disjunctive interpretation 

of an attribute at the level of class C, i.e., the set of 

interpretations of the attributes of the same name (but not 

masked) in the subgraph of C. It corresponds to the set noted 

{c1,...,cn}, where ci are classes, maximum lower bounds for 

this attribute at the level of class C. In the context of Fig. 4, 

the disjunctive interpretation of the 'department' attribute at 

class level #' Employee_Student' is {#' Employee',#' 

Student'}. The disjunctive interpretation of an attribute at the 

level of its definition class is the singleton composed of this 

same class. For example, the disjunctive interpretation of the 

department attribute at the class level #' Employee' is the 

singleton {#'Employee'}. Thus, when the interpretation of an 

attribute is a free variable in a method call, it is unified with 

each of the elements of the disjunctive interpretation of this 

attribute at the current class level. Let O, therefore, be an 

instance of the class #' Employee_Student ', having for study 

department "La Seine-Maritime" and for work department 

"La Haute-Seine". The processing of the following request is 

done as follows:  

 first, find the disjunctive interpretation of the 

"department" attribute at the level of the current 

class, here Employee _Student: {#' Employee',#' 

Student'}, 

#'Person' 

name(#'Person') 

#'Employee’ 

' Department (#'Employee') 

#'Student’ 

' department(#'Student') 

... 

... ... 

#’Person” 

   #’Employee’ 

 
.department(#’Employee’) 

 
            #’Student’ 

#’Employee_Student’ 

.department(#’Student’) 
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 using backtracking, instantiate the variable Int with 

each of the elements of this set and calculate the 

value of the attribute corresponding to each 

interpretation. 

We then obtain: 

O <- getval(department(Int),Val). 

(1) {Int = # 'Employee', Val = La Haute-Seine} 

(2) {Int = # 'Student',Val = La Seine-Maritime} 

One of its subclasses can be specified as in the following 

example. In this case, the attribute's value is calculated in the 

same way, considering the disjunctive interpretation of this 

attribute at the level of the subclass specified when calling 

the method.  

O <- getval(department(#'Employee_Student'),Val). 

(1) {Val = La Haute-Seine}(2) {Val = The Seine-Maritime} 

B. The Inheritance of Methods 
Here In this section, we discuss one aspect of inheritance 

which is the inheritance of behavior. We are, in the most 

general case, that of multiple inheritances. Behavior 

inheritance is a synthesis of the consequences of the 

inheritance relation at the level of methods; it describes the 

evolution of the behavior of classes through user-defined 

inheritance links. In OO-Prolog, method inheritance is also 

dynamic but managed differently by three complementary 

strategies, which can be combined dynamically. 

a) The Non-Deterministic Strategy 

To consider an object with all its points of view, OO-

Prolog uses a partial order with backtracking in the case of 

remaining ambiguities. By default, sending a message 

activates all methods in conflict, taking advantage of the 

backtracking performed by the Prolog interpreter in his 

exhaustive search for solutions to a query. 

 

 

 

 

 

 

 

 

Fig. 5 Points of view of #’ Albert’ 

For example, in fig. 5 above, #'Albert' designates an 

instance of the class #' Tri-instrumentalist', which itself 

inherits three classes: Pianist, #' Violinist', #' Guitarist'.  In 

each of these classes, the method play_a_score is defined. 

If Albert is asked to play a score by sending him the 

following message "#' Albert' <- play_a_score", which 

instrument will use #' Albert' to play his score? 

  

In a linear approach in which classes are given priority, 

Albert will consider the class with the highest priority and 

use the instrument corresponding to that class by default. 

For example, in CLOS, it will be the Pianist class. In OO-

Prolog, this message is transformed into or logical on the 

maximum lower bounds of this method at the level of the 

class #' Tri-instrumentalist' ({#' Pianist', #' Violinist', #' 

Guitarist'}): 

#'Albert' <- (#'Pianist'):play_a score. 

or #'Albert' <- (#'Violinist'):play_a score. 

or #'Albert' <- (#'Guitarist'):play_a score. 

This prevents an arbitrary choice dictated by the 

chronology of class specialization and thus prevents the 

object from being questioned from all points of view (or in 

all its aspects). We can multiply examples of this kind. In 

the context of Fig. 6, sending the message department(D) to 

the object #' Paul' is equivalent to : 

#'Paul' <- department(D) (as #'Employee') 

or#'Paul' <- department(D) (as #'Student') 

 

 

 

 

 

 

 

 

 

 

Fig. 6 Student and employee: which department/1 

instance O uses at the TTRA level? 

Thus, by default, OO-Prolog does not deal with method 

inheritance conflicts. Sending a message activates all the 

conflicting methods, taking advantage of the feedback 

provided by the Prolog interpreter in his exhaustive search 

for solutions to a query. 

Thus, while in the monotonous approach, backtracking 

is used to introduce monotonous inheritance semantics (Fig. 

7.a), we use it here to avoid introducing a horizontal order 

between classes. This makes it possible to consider an 

object with all its points of view without any 

discrimination. In classical approaches, a choice is made, 

with no possibility of going back. In OO-Prolog, 

backtracking allows the application of all conflicting 

methods (Fig. 7.b). 

 

 

 

#'Person' 

#'Pianist' #'Violinist' #'Guitarist' 

#'Tri_instrumentalist' 

#'Albert' 

play_a_score play_a_score play_a_score 

#'Student' #'Employee' 

#'Employee_Student' 

#'TTRA' 

 #'Paul' 

:department/1 :department/1 
:calendar_holidays/1 :calendar_holidays/1 

#'Person' 
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Fig. 7a Vertical backtracking 

 

 

 

 

 

 

 

 

 

 

Fig. 7b Horizontal backtracking 

By default, the general rule is that sending a message 

triggers all possible methods, taking advantage of the 

feedback provided by the Prolog interpreter in his 

exhaustive search for solutions to a query. For example, in 

the context of Fig. 6, sending the message department(D) to 

the object #' Paul' of the TTRA class is equivalent to or 

logical: 

#'Paul' <- department(D) (O as Employee) 

or 

#'Paul' <- department(D) (O as a Student) 

And is dealt with by exploring conflicting classes by 

backtracking. This strategy is, in our opinion, more general 

than a classical non-monotonous linear strategy such as 

Pclos, P1, etc. Any solution obtained using such a linear 

strategy can also be a solution to this approach. For example, 

in the context of Fig. 6, P1 and Pclos consider class #' 

Student' as having a higher priority than class #' Employee'. 

Therefore, the object will respond to the department(D) 

message as a student and eventually return to its study 

department. 

b) Linear Strategy 

A form "O <-- Message" is processed using a predefined 

linear extension algorithm. As we have already pointed out, 

linear strategies must be taken into account according to the 

nature of the problems to be solved. They do not always give 

the same result. Therefore, the user must be given the 

possibility to introduce his own strategies or use several 

existing strategies (Pclos, P1, Pflavors, etc.). The solution 

currently adopted in OO-Prolog consists in making available 

to the programmer several path strategies that he can use 

according to his needs. By default, it is the inversion or P1 

route strategy that the system will consider. 

O <-- department(D). 

{Val = La Haute-Seine} 

A simplified version of the inversion algorithm removes 

the nodes from the graph to stacking the deep path first, 

without masking the nodes already visited: the result, 

therefore, contains several occurrences of certain nodes. The 

resulting list is then browsed in reverse, removing as it goes 

along the elements already encountered at least once. In this 

way, only the last occurrence of each element in the initial 

list is kept in the final list. 

 

 

 

 

 

 

 

 

Fig. 8 Example of an inheritance graph 

Let us consider the graph in Fig. 8 and calculate the 

priority list of o7 using this algorithm. The list provided by 

the depth path first is as follows: o7, o4, o1, o5, o2, o1, o6, 

o2, o1, o3, o1. 

The priority list obtained after removing duplicates is as 

follows: o7, o4, o5, o6, o2, o3, o1. 

A linear strategy is defined by defining the predicate 

lookup(Class, Precedence, LookupName) where Class is 

the class at which the graph starts and Precedence is the 

precedence list of the Class class. The LookupName 

parameter is the name of the strategy. For example: 

lookup(Class,Precedence,pclos) :-  

% definition of the CLOS strategy. 

lookup(Class,Precedence,inversion) :-  

% definition of CLOS strategy. 

% definition of the strategy by inversion or P1. 

Thus, it is possible to define several independent linear 

strategies and use them all in the same application. The 

choice of a strategy is made by assigning an environment 

variable the name of this strategy. The primitive set_lookup 

then dynamically sets the strategy to be used: 

set_lookup(S), S being the strategy to be set.  For example, 

if the user defines the strategy of CLOS, to fix it, just 

execute the goal:set_lookup(pclos). 

Ci 

Cj 

Ck 

:m 

:m 

:m 

Ci 

Ck 

Cj 

C 

:m 

:m 

:m 

Cl : m 

o1 

o2             o3 

o4            o5              o6 

o7 
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The primitive get_lookup(S) unifies variable S with the 

name of the current strategy: 

get_lookup(X),set_lookup(pclos),get_lookup(Y). 

{X = inversion, Y = pclos} 

true 

set_lookup(pclos),get_lookup(pclos). 

{} 

true 

This assignment is temporary and defeated by 

backtracking. Currently, only two linear strategies are 

integrated into OO-Prolog. The in-depth course with a 

reversal that we have described above. Other strategies 

such as PCLOS will soon be available. 

c) The Explicit Designation 

It consists in explicitly designating a class to which a 

method belongs. It is a tool made available to the user and 

allows greater control over the inheritance mechanism. By 

explicitly designating the class of origin of a property, it is 

thus possible to make certain choices "by hand", thanks to 

horizontal masking of the other classes. A designation may 

be incomplete. This is when the designated class is not 

defined in the property but one of its superclasses. In this 

case, the basic strategy will be used, starting from the 

designated class. The explicit designation is introduced by 

the ":"/2 operator:  

<(<object><- (<class>):<message> 

Still in the context of Fig. 6, the application 

O <- (#'Employee'):department(D). 

{D = La Haute-Seine} 

allows you to consider the object O, a direct instance of 

the class #'Employee_Student', as a direct instance of the 

class #'Employee' and to hide horizontally the department/1 

method defined in the class #'Student'. 

1) Explicit Multiple Designations 

In OO-Prolog, the explicit designation can be multiple, 

i.e. several classes can be designated as follows: 

<Object ><- ([class1 >, ...,classen>]):<message > 

The following examples give an illustration of this 

mechanism. 

(1) Using the example in Fig. 5, we can write : 

#'Albert' <- ([#'Pianist',#'Guitarist']):play_a score. 

(2) In the context of Fig. 9 below, we can write: 

D <- ([#'Flying_Bird', #'Swimming_Bird']):mode(Mode). 

 

 

 

 

 

 

 

 

 

 

 

Fig. 9 Modelling the different points of view of the 

duck 

Although the designated classes are considered in this 

order, it is not of great importance since the result is the same 

regardless of the order given. Thus, we can also write : 

?- D <- ([ #'Swimming_Bird', #'Flying_Bird']):mode(Mode). 

This leads to the same result, the only difference being 

the order in which the solutions will be rendered: {fly, swim} 

in the first case and {swim, fly} in the second. 

2) Explicit Designation and Masking 

When a class is explicitly designated, a control 

mechanism makes it possible to check that the principle of 

vertical masking is respected, i.e., that the method sought is 

not defined in one of the subclasses of the designated class. 

3) Designation and Path of the Inheritance Graph 

It is also a means of reducing the complexity of the 

methods in the inheritance graph since it consists of making 

a jump to the designated class and consequently reducing the 

method search graph, thus avoiding unnecessary visits to all 

the intermediate classes. 
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